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**Code:- Matrix Addition**

print("Enter order of 1st matrix:")

m,n = list(map(int,input().split()))

print("Enter Row wise values")

matrix1 = []

for i in range(m) :

    print("Enter row",i,"value:")

    elements = list(map(int,input().split()))

    matrix1.append(elements)

print("Enter order of 2nd matrix:")

p,q = list(map(int,input().split()))

print("Enter Row wise values")

matrix2 = []

for j in range(p) :

    print("Enter row",j,"value:")

    elements = list(map(int,input().split()))

    matrix2.append(elements)

print("Matrix 1:",matrix1)

print("Matrix 2:",matrix2)

res = []

for i in range(m):

    elements = []

    for j in range(q):

        elements.append(0)

    res.append(elements)

print("Matrix Addition: ")

for i in range(m):

    for j in range(len(matrix1[0])):

        res[i][j] = matrix1[i][j] + matrix2[i][j]

for elements in res:

    print(elements)

**Output:-**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAABaCAYAAADAZHiwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAApKSURBVHhe7Z3PaxzHEscruQutZfASHCfWQYIIrJPfGsLqaiHskw97ELo8HDAS2FfFEAiGgKKrDRICG1+EDnt4pwjjd9U+g5WcJLBAOujlycJIoNhCf0BeV3fP7szs/Oqdnt2Z8fcDY2tm51fNdHVXV1dNfzFMo38TAMAKX+r/AQAWgEIBYBEoFAAWgUIBYBEoFAAWyYmXb4q2n07T+NkOPX7SpFW9NW+sPPyFZsf0iu9eo37rL/pZ6rX99Z+otq1XUlAM+bKR3QRvC3W1QX8+/YX+bIzqDepBfnr6gFb0ehS8r/vYwcIPV9z7zw2a11tscN56QZVHP1EloECF/2b5XvR7+qSX7ZreLtmiGt/DoxfUOtObLBEknyofYfeSEkdOz3OLki872ZPiU6hLNHx2QVT9Wm+YopsjF3Su17JDPwhbtV7tgXi5E3TaErIMGuv3Mkq//TBKu8tccMSyfkTjc4v021X9c59ZeKbvg5flHapauxeWc5JODo70ejHo7kP9dUi7IxOqRapNEL16QydUoW/kQxJC/uyqkXTNMd9YlOtsEgzX73d+fzjFB7VbLmc/XpyazL3N2V/Sc2spWoOZj/T40Rpt6i3d6BbDfb1MSHIvphzS3SfLdPdYr26/o30aoisDUigPxx9EWbHDfKNBddqhl2/1hoIQ4JT4QJt7FbopCvzKLaI/XDbofOM20XOnRhLNKk3Sj6LArzaX5baNA5dZwMuzLX2kUrSl6hu5/bGorcdnlDI6x/I2D8dN+lbUvsP1hqrxRE0/O3ZEG6JwLqg9QhCt3cDsez95upc+ICrg8bND2nSUvVdEZfpjnaj1vHjPzqNQ89cr8v/V/xxS9dYDuknvPIV3tbnWqRlFTbm5d0HDbfMwBu7IagXj859fvkQ35FoE22tC0Yjq94RSzVwTncw4ZUqKNjFdCl9UVh4qZ87LPne+O7isljnxjl6lV4KVe5NCm5quslYcAloowfHvwuy7RvSWC9x7OnU6eL7O8FJ9SP8Qz/ne750Hza1PbEujWG02qTUySfW/XvfdY5N32FyWrfZAW0E2QTtWy+lMSscUWyIjO/Rr81BvKBZdCnV+8l78qx5SpwAPidpC9AcWuebomHRdZloGrDy8Tzf2Xgulms6RB3HwsDItsVm0bKvVtoGh1RLAyi1RkV+epCWn4hatnrNu1YOYEcEtVAQn/9U1h7RzvS3U7ol4mN/9w56bWvebNptbdPf5jrD9dH8qNf1ySiQg0DUcTUeZXM6JpPRwveRM0T9FmdiXlo3G8HoeryEvoh8tuwvi7yJYKB6FulENN+G2a1v0kp0Jc+Lh8ANavES7vhZKmmfkql1iC2zH/pbm49h05zh2N7NN7vSbhJm4eTBE9cU4t6zvnE5tl0kBiiPBvbB5zSZ1kj6lRBVathrqi+rcckkqn/H1ovB5fZ9OE/kHU61eL/8gH8oAdtvfOXlB3wbY91G/xcHHcr/BbvQBF/b7dOVVd83ey/WKJF/0b9libPIBi8hB3ywKWwhlv14OQAtlgKxpEcuHWL4IoFAAWAQmHwAWgUIBYBEoFAAWQYKhAXBK6BU4JULxtlB6VNs8ZULB++YiPMgZndeLzZAVJBh65VPlI+xeUhIYZRElX3ayJ8WnUGVIMBzNVQKeGotBgqE5LCcSDHOQYJgkAU+3GJnH8onrIMGwJ5BgKLblI8EwT4iWd2B9jQGABEOvQpUxwTA4AU+bmEgwtIDLakGCYVALJShJgiGbk4NPwMuOfMiHBEM3XQpVlgRDLmz5S8CzRz7lQ4JhcAsVQRESDDuFLSwBr19OiQQEuoajiZcvgh6ulxwkGHoUqhwJhikT8Kzikw8JhqUH0eYGsNseCYZIMIzC2OQDFpGDvlkUthDKfr0cgBbKAFnTIpYPsXwRQKEAsAhMPgAsAoUCwCJQKAAskhOF0gOtAxkr6sADpu0xFeNBX3MZ4q/X7+eSj/dQZLwKpUe1zVMmFLxvqjguG6SQITTyXWNbvrjrZUEu3lGJ8SlUCRIMyzILoySLc0bR7+uVD6/bnAfibn2k1sgl+t+TNVoQ69v0jmjuezqVcWNqBLp+We+vxyNIxpYFhC0dvJYpElwr8ij7r9Ro7+eMEai4NH2s3l/CLY0OxnVG5/k8sTlRETLUHjW7RtDl9TlPy5XK4d/muUc3+n5DZZAj9g2i52/oyqIzPtJ9/6H3EHhODcvJgaMazkNTz6m3dxR9Pe/4TmccKol8+tggGUpIQB+qDAmG4TL0Qpx80aYbx9xxhaSO2Ti4RrMJ+meR55TKVKGWkwYvFqfS6fUdhV+PlWaaqu1j1DmX2jK45eNvOVyjO5+xSelRqDIkGMbJMAj21ztR4Qtvj4hGvkrR6RcFXDyL85AEvFTvKIjabdHaccS/E8N3KCP/z8cm9LpbvqDrlSeZMwnBXr4yJBiGyZAHUkVef01XhDnXTqPxk+IdhXL2kXb1nyCaLoUqQ4JhmAy5IVUBjaocMnpH/gqAHT/6T+AluIWKoAwzGFava8UU5zepwdPLJwr8nDDX3K21McqsGp8LHwaw+o7kV5Xc/SLH5Py3Xo+DnRKitTQe1ysmHi+f443z5rworxF7xl5ed3uKjqjVqlDd451S+7Y9TNqzE3xexre/Ax/3dkInGHZaGeXlu4jMVI2ToXasvIeyhhX9uo29UZqVMrwPv5dI+aKO6/4t1BvnEHtOdS9+z6NzXu/2pO8o7nraU6e2ura7nqt+R90eS32s697LDKLNM6W7wIFyY2zyAQDCgUIBYBGYfABYBC0UABaBQgFgESgUABYJ7EOp8R690o4sHgTe8Y9BfMUGABNCFSpwIFanVDhhJ1YLuHPuQAXGeA4oBgYmnyjUmc2cx+cu3mx1APgxUCgONnWF/FicOa+os9UB4GfwTgkZwEmFnK0OAD89K5StmfOKPFsdAH56UiiOKLYycx6nZ4wUd7Y6APwYK5RKDxCNioWZ84o+Wx0AfowUqqNMIflI7PpmxUj4ocSiz1YHgB8DhUowc95nNlsdAH7MBnYTIKMs+jpbHQD5oWcvXxf8rTjRYn1Os9UB4AexfABYBAmGAFjEnskHAIBCAWATKBQAFoFTAgCL9DAOZbuQe88XNH8SxqFAUTAz+WRo0TSRUCInXChdAWdF8Z4v6fxJAOQRI4XiVIsTq2YXT81yQaeuuED+mD0ARcVAoabo5pgo/NdVRIRakk1mHc4W/XHAsYH6PDLZcIj25ZxOABSP5Ap19SuqcmBs9Z3XPEs5Bb+MOF8nmmUFXVTfrEA/CRQVQ7f5EW24piRZ+NdOsqk9I2AHyKeZjzJlo7L+SUayY9p/UFSSK9TxBzqhCn1j5StHGmHi3eH5npzvSWyvyZyo4frtlKYkAIPBoIXS/Z17HQ8cOymGD1yTQhsmGCq8X06SWbyY0xUUFCOTb+HZCznXreOUmCXfrHSmCYY8ebX8vp86nzwn0j9AgUGCIQAWMXRKRIAEQwAQyweATZBgCIBF7Jl8AAAoFAD2IPo/yo4BgfgbroYAAAAASUVORK5CYII=)**

**Code:- Matrix Subtraction**

print("Enter order of 1st matrix:")

m,n = list(map(int,input().split()))

print("Enter Row wise values")

matrix1 = []

for i in range(m) :

    print("Enter row",i,"value:")

    elements = list(map(int,input().split()))

    matrix1.append(elements)

print("Enter order of 2nd matrix:")

p,q = list(map(int,input().split()))

print("Enter Row wise values")

matrix2 = []

for j in range(p) :

    print("Enter row",j,"value:")

    elements = list(map(int,input().split()))

    matrix2.append(elements)

print("Matrix 1:",matrix1)

print("Matrix 2:",matrix2)

res = []

for i in range(m):

    elements = []

    for j in range(q):

        elements.append(0)

    res.append(elements)

print("Matrix Subtraction: ")

for i in range(m):

    for j in range(len(matrix1[0])):

        res[i][j] = matrix1[i][j] - matrix2[i][j]

for elements in res:

    print(elements)

**Output:-**
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**Code :- Matrix Multiplication**

print("Enter order of 1st matrix:")

m,n = list(map(int,input().split()))

print("Enter Row wise values")

matrix1 = []

for i in range(m) :

    print("Enter row",i,"value:")

    elements = list(map(int,input().split()))

    matrix1.append(elements)

print("Enter order of 2nd matrix:")

p,q = list(map(int,input().split()))

print("Enter Row wise values")

matrix2 = []

for j in range(p) :

    print("Enter row",j,"value:")

    elements = list(map(int,input().split()))

    matrix2.append(elements)

print("Matrix 1:",matrix1)

print("Matrix 2:",matrix2)

res = []

for i in range(m):

    elements = []

    for j in range(q):

        elements.append(0)

    res.append(elements)

print("Matrix Multiplication: ")

for i in range(m):

    for j in range(q):

        for k in range(n) :

            res[i][j] += matrix1[i][k] \* matrix2[k][j]

for elements in res:

    print(elements)

**Output :-**
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**Code :- Matrix Determinant**

import numpy as np

print("Enter order of the matrix:")

m,n = list(map(int,input().split()))

print("Enter Row wise values")

matrix = []

for i in range(m) :

    print("Enter row",i,"value:")

    elements = list(map(int,input().split()))

    matrix.append(elements)

m = np.array(matrix)

det = np.linalg.det(matrix)

print("\nDeterminant of given 2X2 matrix:")

print(round(det))

**Output :-**

**![](data:image/png;base64,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)**

**Code :- Matrix Inverse**

import numpy as np

print("Enter order of the matrix:")

m,n = list(map(int,input().split()))

print("Enter Row wise values")

matrix = []

for i in range(m) :

    print("Enter row",i,"value:")

    elements = list(map(int,input().split()))

    matrix.append(elements)

m = np.array(matrix)

inv = np.linalg.inv(matrix)

print("Matrix :",matrix)

print("\nDeterminant of given 2X2 matrix:")

print((inv))

**Output:-**
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**Code :- Bisection Method**

import math

def eq(x):

    return x\*\*3 -2\*x -5

*# Prints root of func(x)*

def bisection(x0,x1):

    count =0

    if (eq(x0) \* eq(x1) >= 0):

        print("You have not assumed right x0 and x1\n")

        return

    x2 = x0

    while ((x1-x0) >= 0.0001):

*# Find middle point*

        x2 = (x0+x1)/2

        print("x2 is ",x2, end="")

        print("f(x2) is ",eq(x2))

        if (eq(x2) == 0.0):

            break

        count +=1

        if (eq(x2)\*eq(x0) < 0):

            x1 = x2

            print("x1 is",x1)

        else:

            x0 = x2

            print("x0 is ",x0)

    print("The value of root is : ","%.4f"%x2)

    print("No of iteration : ",count)

x0 = 2

x1 = 3

bisection(x0, x1)

**Output :-**

**![](data:image/png;base64,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)**

**Code:- Regula Falsi**

MAX\_ITER = 1000000

def func( x ):

    return (x\*x\*x - x\*2 - 5)

def regulaFalsi( a , b):

    if func(a) \* func(b) >= 0:

        print("You have not assumed right a and b")

        return -1

    c = a

    for i in range(MAX\_ITER):

        c = (a \* func(b) - b \* func(a))/ (func(b) - func(a))

        if func(c) == 0:

            break

        elif func(c) \* func(a) < 0:

            b = c

        else:

            a = c

    print("The value of root is : " , '%.4f' %c)

a = 2

b = 3

regulaFalsi(a, b)

**Output :-**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQcAAAASCAYAAABWxxs7AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAW8SURBVHhe7ZvPSxtpGMe/u3eJP6ChuG7NQcGCnloLu/FaEXvqIYfgZbFQFNxrWiiUQsH1uoUEweJFcsihp0qxV7MLm3pSUNBDWmIoEayG/gG7z/P+mLyZjJPJaGrSfT8wOO87mfd95/3xfZ/nmfGHCGL/wmKxWFz8qP5aLBZLHVYcLBaLJ1YcLBaLJyFiDjG8fT6PG++eYbKgsq6RhUQKy/EemTjaQu+rbXl+nUw+xvnckEp8RX5lBQ/KKtkVTKHw5zRGT3fx9EUOGZVr+X/hLQ51k9ukhN7f33eUOGiESET/7gBxkAsLG9ffP+mll5itvMatXFHlBKULxGEwgU+pCURU8jBwf8vNLT6gknUbinpularmPfpO19vQN/X3Bm9P5+LtVhRWSQSe0fEa+VPZSTK9qn5guZDBm4iSiO509cTYxiSPd8daDbTAH8Wwt8Jzko6NEkbnUng7qC77kF4iYfhCgiDm8xYOR6bxKRGjKywa04g6c30Llfg8CpPyPgnXO4HKUUmlFSwYakOQ93a/MDCXiDmwUr7EuTgeI61yZSfrfDqWplS+D2yp1JVB1OW5ynyewILI90PeYw4uWxe19oRop8B8bjrcbRnsc3azoPAOzxNUtE+VW2u3X33e13Q5yREgQhPcuR7gGc02NP7e1WfuMfNFtTVwP/tRxIMXhqtW2MchenCjmTjQIp4dITfvjbYUtrGe/4rI2F2ab/fJmihh07EU5LXRe7X2LiQSiGMX6/+oDEX6IQnGd2ApuAktDqNzv+BEKDdbF0OYFerrVma61q+V2QcxuEO4Yy7k4V4y+faxyOeJ+8CaVmUqExN40qzMJoRqp1gc5u4i27JME95ZVMIdG0JSL6CAi4EXsXCLqNynPClnEpR7cX1+1zK5FZGXPTKtPjoCuFz6Xm6DG7E4nD7jY1WMT9fAwn1axKYWFdqARLxqoE+mT8+wJ88EmY/nQP9NKcYkLE/iQH7NbU1N4Q4Jzskwb2ZqzFsSzc4ltDgcbmjlps4+IPWN/kTn3FElZJ1JSAr/riSU2X+nd6t0DLNjNBBK4TO5VSOgZ9YXlpDtbNhd6L61XVRHbmNcLSo2cTk2k9ULKGgMhH1Y9dvMX0VUecL61Od3ra0TM3T5ylUJ2h8tkF6S8ZH1oDu3cANYyEHjRK4FaCPiDWpgAr+ZFpsRd2PrAPlcY2BZuJE9iEf3HdHMHtHmEMi67Wyu9lWm6Chj1xQD4BXYbEQsCD3xBu9inEVAD4QeTHU4byfCcol2uneXq6J68KG2I5VzuKXjO371taktF8FWhZj4qs+aW1rthy22JAt90PgICcByqg+bYiGT5SPmwjnNOxIvEbvQc+I2dljov3xGhiyMZP8u/nAHJx3MjQZYfEMiTeI+rtLdytWKg8DYNfURZODKH7BH7gm7Fgu/0qRzFgspeIpVu2Yee5m8rROyne5BDxFjaAm/+r51W4jFV7q/ZMDuOgWChWGZTf2VgO5N+QxV8WrZ+L1wNZTIOoF4PlaxR65ttXKM9D3aOFhUzI1EpVH+jApZHj8HCIZ2G1crDmqBJ0MFnaS7EB2eIpfi3DCXJZWPKi18v+CWQ3RYTV7tXzJh26liIzq+Ivz+mSHy69+3x/f2qS9IW/YqMtjWHvP2GCen6jQQVxmQNIXhgm9ItLVpmvdi3MkFeKTzVJ+ZVptClD9WFNZCTRDVwRYFu4F0zu7SzhGV+bD2XOyCRFS8rJtp8hEUB73mMX5gvu+VeeZ3DqIjnW8M5HXnPTLh+b7YE55A5D+6PmaSE0ELQgn5fC/5eFzfcUNdAn0/TxD9LpwGM3sQQ/LS7VRtVKmGD6/4LYvwZYMH6/y/R/Crr0lb3M/YcN1NY58IxH0efd20PBPvsQ2H67k15rcHeuzNPEH9M9bGvIW+4jGeOTPKbbWfuwP7X5kWi8WTNsQcLBbL94AVB4vF4okVB4vF4gHwH8eZW6VA3ZqPAAAAAElFTkSuQmCC)**

**Code : - Newton Raphson**

def func( x ):

    return x \* x \* x - 2 \* x -5

*# Derivative of the above function*

*# which is 3\*x^x - 2\*x*

def derivFunc( x ):

    return 3 \* x \* x - 2

*# Function to find the root*

def newtonRaphson( x ):

    y = func(x) / derivFunc(x)

    while abs(y) >= 0.0001:

        y = func(x)/derivFunc(x)

        x = x - y

    print("The value of the root is : ","%.4f"% x)

x0 = 2

newtonRaphson(x0)

**Output :-**

**![](data:image/png;base64,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)**

**Code :- Forward Interpolation**

def u\_c(u, n):

    tp = u

    for i in range(1, n):

        tp = tp \* (u - i)

    return tp

def fact(n):

    f = 1

    for i in range(2, n + 1):

        f \*= i

    return f

n = 6

x = [ 1910, 1915, 1920, 1925, 1930, 1935 ]

y = [[0 for i in range(n)]

        for j in range(n)]

y[0][0] = 5

y[1][0] = 7

y[2][0] = 10

y[3][0] = 15

y[4][0] = 22

y[5][0] = 30

for i in range(1, n):

    for j in range(n - i):

        y[j][i] = y[j + 1][i - 1] - y[j][i - 1]

for i in range(n):

    print(x[i], end = "     ")

    for j in range(n - i):

        print(y[i][j], end = "      ")

    print("")

value = 1917

sum = y[0][0]

u = (value - x[0]) / (x[1] - x[0])

for i in range(1,n):

    sum = sum + (u\_c(u, i) \* y[0][i]) / fact(i)

print( value,"=", round(sum, 6))

**Output :-**

**![](data:image/png;base64,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)**

**Trapezoidal rule**

from cmath import pi

import math

def eq(x):

    return math.sin(x)

def trap(x0, xn, inter):

    h  = (xn-x0)/inter

    integration = eq(x0) + eq(xn)

    for i in range (1,inter):

         k = x0 + i\*h

         integration = integration + 2 \* eq(k)

    integration = integration \* h/2

    return integration

lower = 0

upper = pi

n = 6

print(trap(lower,upper,n))

**Output**
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**Simpson 1/3 –**

from cmath import pi

import math

def eq(x):

    return math.sin(x)

def simp13(x0, xn, inter):

    h  = (xn-x0)/inter

    integration = eq(x0) + eq(xn)

    for i in range(1,n):

        k = x0 + i\*h

        if i%2 == 0:

            integration = integration + 2 \* eq(k)

        else:

            integration = integration + 4 \* eq(k)

*# Finding final integration value*

    integration = integration \* h/3

    return integration

lower = 0

upper = pi

n = 6

print("Integration = : %0.6f"%(simp13(lower,upper,n)))

**Output**
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